Real-Time Scheduling on a Java Processor

Martin Schoeberl

JOP.design, Vienna, Austria
marti n@ opdesi gn. com

Abstract. This paper presents the lessons learned by implementing a real-time
scheduler for Java on a Java processor. A pure Java system, without an underly-
ing RTOS, is an unusual system with some interesting new properties. Java is a
safer execution environment than C (e.g. no pointers) and the boundary be-
tween kernel and user space can become quite loose. Scheduling, usually part
of the operating system or the Java Virtual Machine, is implemented in Java
and executed in the same context as the application. This property provides an
easy path to a framework for user-defined scheduling.

1 Introduction

Java was created as a part of the Green project and specifically intended for an em-
bedded device, a handheld wireless PDA. The device was never released as a product
and Java was launched as the new language for the Internet. Over the course of time,
Java became very popular for building desktop applications and web applications.
However, embedded systems are still programmed in C or C++. The pragmatic ap-
proach Java takes to object orientation, its huge standard library and enhancements
over C have led to a productivity increase. It now also attracts embedded system pro-
grammers. A built-in concurrency model and an elegant language construct to express
synchronization between threads also simplify typical programming idioms in this
area.

However, some issues remain with Java in an embedded system. Embedded sys-
tems are usually too small for Just-In-Time compilation (JIT), resulting in a slow in-
terpreting execution model. Moreover, a major problem for embedded systems that
are usually also real-time systems is the under specification of the scheduler. For ex-
ample, the specification even allows low priority threads to preempt high priority
threads. This protects threads from starvation in general purpose applications, but is
not acceptable in real-time programming. Even an implementation without preemp-
tion is permissible. The aim of this loose definition of the scheduler is to be able to
implement the Java Virtual Machine (JVM) on a large number of platforms where
good multitasking support is not available. The Real Time Specification for Java
(RTSJ) [1] addresses many of these problems.

JOP (Java Optimized Processor) is intended to be a solution to the issue of Java’s
performance in embedded systems. JOP executes Java bytecodes, the instructions of



the JVM, in hardware resulting in the efficient execution of Java programs without
JIT compilation. It is a tiny processor core, implemented in a Field Programmable
Gate Array (FPGA), with architectural features to support real-time systems.

This paper comprises the following elements: Section 2 gives a short overview of
JOP that was used as the platform for this work. After the Real-Time Specification
for Java is introduced, a subset of this specification for high-integrity real-time sys-
tems is defined in Section 3. The results of implementing this specification with JOP
are described in Section 4. Drawing general conclusions from this work on schedul-
ing in a Java system leads to a framework for user defined schedulers. Section 5 de-
scribes this framework and how to use it. Section 6 sets this paper in context of re-
lated work and is followed by a conclusion.

2 A Java Optimized Processor

The Java Optimized Processor (JOP) is the main target for the real-time system de-
scribed. A detailed description of the architecture can be found at [2]. The processor
implements the JVM in hardware. It is intended for embedded real-time systems. JOP
has been designed to fit the following constraints:

* Each aspect of the architecture has to be time predictable for Worst Case Execu-
tion Time (WCET) analysis and the predictable execution of real-time tasks. Low
worst-case execution time is more important than average execution speed.

e The processor has to be small enough to fit into a low cost FPGA device, in order
to compete with traditional microcontrollers.

A Java program is compiled to a platform independent representation: a class file
containing instructions of the JVM, called bytecodes. These bytecodes are mapped by
hardware to JOP microcode instructions. As the JVM instructions set is stack ori-
ented, JOP is implemented as a stack machine. The full-pipelined architecture exe-
cutes every microcode instruction in a single cycle.

Interrupts are implemented as special bytecodes. These bytecodes are inserted by
the hardware in the Java instruction stream. This special bytecode result in a call of a
JVM internal method in the context of the interrupted thread. This mechanism implic-
itly stores almost the complete context of the current active thread on the stack.

The target technology for JOP is an FPGA. With the flexibility of an FPGA, the
resource usage and performance of JOP is highly configurable so that it can fit differ-
ent applications. A typical configuration of JOP uses about 30% of the resources of a
low cost FPGA such as Altera’s EP1C6 [3]. The remaining resources can be used for
application specific peripherals and result in an overall reduction of chip count and
board space.

JOP is a pure Java processor, which means it is not necessary to implement native
functions in C. All JVM related functions, such as scheduling, are coded in Java. The
JVM is self-contained and does not need an operating system. Even a device driver or
a network stack is implemented in pure Java.



The implemented JVM is intended to be compatible with the JVM defined in Sun’s
CLDC (Connection Limited Device Configuration) 1.0 [4]. The library defined in the
CLDC is intended for applications in mobile phones. However, traditional embedded
systems require a different functionality. Therefore, a different library, coded with
conservative memory allocation and thus compatible with the real-time system is pro-
vided. For instance, a small TCP/IP stack with its own buffer pooling provides pre-
dictable execution time. The predictability is of course at the driver level, not at the
transport level.

The processor is fully functioning and used in several real-world applications with
different real-time properties. Balfour Beatty Austria has developed a Kippfahrieitung
[5] to speed up the loading and unloading of goods wagons. JOP is used to control
several asynchronous motors to tilt the contact wire up on a line as long as one kilo-
meter. Synchronizing these machines, so that they tilt smoothly, imposes hard real-
time constraints on the embedded systems. Another application of JOP is in a com-
munication device with soft real-time properties - Austrian Railways’ new security
system for single-track lines. Each locomotive is equipped with a GPS receiver and a
communication device (that is built with JOP). The position of the train, differential
correction data for GPS and commands are exchanged with a server in the central
station over a GPRS virtual private network.

3 Java for Embedded Real-Time Systems

The Real-Time Specification for Java (RTSJ) was defined to extend the Java lan-
guage specification and add predictability. The RTSJ defines new thread classes with
a priority based, preemptive scheduler with at least 28 distinct priority levels and
FIFO within priorities. To avoid priority inversion, priority inheritance protocol is the
mandatory default protocol. Priority ceiling emulation can be used on request for ob-
jects to be synchronized.

To avoid the unpredictability of the garbage collector, the RTSJ has introduced
new memory models, such as immortal memory and scoped memory. This memory
can be used by threads that will not be interrupted by the garbage collector. A new
memory area for raw memory access has been introduced to communicate with mem-
ory-mapped devices.

Any implementation of the RTSJ must provide the defined priority scheduler and
may provide additional schedulers with different policies. User-level schedulers are
not part of the RTSJ. An implementation therefore cannot define RTSJ conformant
standard classes to provide user-level schedulers.

The real-time system under discussion was inspired by a restricted versions of the
RTSJ described in [6] and [7]. It is intended for high-integrity real-time applications
and as a test case to evaluate the architecture of JOP as a Java processor for real-time
systems. Concurrency is expressed in two types of schedulable objects:

Periodic activities are represented by threads that execute in an infinite loop calling
waitForNextPeriod() to be rescheduled at predefined time intervals.



Asynchronous sporadic activities are represented by event handlers. Each event
handler is, in fact, a thread which is released by an hardware interrupt or a software
generated event (invocation of fire()). Minimum interarrival time has to be specified at
the creation of the event handler.

All hardware interrupts are represented by a thread under the control of the sched-
uler. With this solution, a priority is assigned to the device drivers and the execution
time can be incorporated in the schedulability analysis with normal tasks. This solu-
tion also avoids problems with preemption latency provoked by device drivers. One
example of this problem is the caps-lock issue in Linux [8]: A device driver performs
a spinlock wait for keyboard acknowledgement and produces preemption latency up
to 9166 us. With the proposed concept of hardware interrupts under scheduler con-
trol, a lower assigned priority to such a device driver avoids preemption delays of
more important real-time threads and events.

The application is divided in two different phases: initialization and mission. All
non time-critical initialization, global object allocations, thread creation and startup
are performed in the initialization phase. All classes need to be loaded and initialized
in this phase. The mission phase starts after the invocation of startMission(). The
number of threads is fixed and the assigned priorities remain unchanged.

The scheduler is a preemptive, priority-based scheduler with unlimited priority lev-
els and a unique priority value for each schedulable object. The design decision to use
unique priority levels, instead of FIFO within priorities, is based on following factors:
two common ways to assign priorities are rate monotonic and, in a more general
form, deadline monotonic assignment. When two tasks are given the same priority,
we can choose one of them and assign a higher priority to that task and the task set
will still be schedulable. This results in a strictly monotonic priority order, removing
the need to deal with FIFO order. This eliminates queues for each priority level and
results in a single, priority-ordered task list with unlimited priority levels.

Synchronized blocks are executed with priority ceiling emulation protocol. Top
priority is assumed for an object used for synchronization for which the priority is not
set. This avoids priority inversions on objects that are not accessible from the applica-
tion (e.g. objects inside a library).

The profile does not support a garbage collector. All memory should be allocated
at the initialization phase. Without a garbage collector, the heap implicitly becomes
immortal memory (as defined by the RTSJ). For objects created during the mission
phase, a scoped memory is provided. Each scoped memory area is assigned to one
RtThread. A scoped memory area cannot be shared between threads. No references
are allowed from the heap to scoped memory. Scoped memory is explicitly entered
and left using calls from the application logic. Memory areas are cleared both on
creation and when leaving the scope (call of exitMemory()), leading to a memory area
with constant allocation time, as opposed to memory with linear allocation time (as
the memory type LTMemory in the RTSJ) [9].

To verify that this specification is expressive enough for high-integrity real-time
applications, Ravenscar-Java (RJ) [7], with the additional necessary RTSJ classes, has
been implemented on top of it. However, RJ inherits some of the complexity of the
RTSJ. Therefore, the implementation of RJ has a larger memory and runtime over-
head than this simple specification.



public class RtThread {

public RtThread(int priority, int period)

public RtThread(int priority, int period, int offset)

public RtThread(int priority, int period, Memory mem)

public RtThread(int priority, int period, int offset, Memory mem)

public void enterMemory()
public void exitMemory()

public void run(Q)
public boolean waitForNextPeriod()

public static void startMission()

3
public class HwEvent extends RtThread {

public HwEvent(int priority, int minTime, int number)
public HwEvent(int priority, int minTime, Memory mem, int number)

public void handle()

public class SwEvent extends RtThread {

public SwEvent(int priority, int minTime)
public SwEvent(int priority, int minTime, Memory mem)

public final void fire(Q
public void handle()

Fig. 1. Schedulable objects

4 Implementation Results

The initial idea was to implement scheduling and dispatching in microcode. However,
many Java bytecodes have a one to one mapping to a microcode instruction, resulting
in a single cycle execution. The performance gain of an algorithm coded in microcode
is therefore negligible. As a result, almost all of the scheduling is implemented in
Java. Only a small part of the dispatcher, a memory copy, is implemented in mi-
crocode and exposed with a special bytecode.

Experimental results of basic scheduling benchmarks, such as periodic thread jit-
ter, context switch time for threads and asynchronous events, can be found in [10]. In
this paper, the implementation of this specification on JOP is compared with the ref-
erence implementation of the RTSJ on TimeSys RT-Linux.

4.1 Support for the JVM
To implement system functions, such as scheduling, in Java, access to JVM and proc-

essor internal data structures have to be available. However, Java does not allow
memory access or access to hardware devices. In JOP, this access is provided by way



of additional bytecodes. In the Java environment, these bytecodes are represented as
static native methods. The compiled call instruction for these methods (invokestatic)
is replaced by these additional bytecodes in the class file. This solution provides a
very efficient way to incorporate low-level functions into a pure Java system. The
translation can be performed during class loading to avoid non-standard class files.

4.2 Context Switch

The time for a context switch depends on the size of the state of the task. For a stack
machine it is not very obvious what belongs to the state of a task. If the stack resides
in main memory, only a few registers (e.g. program counter and stack pointer) need to
be saved and restored. However, the stack is a frequently accessed memory region of
the JVM. The stack can be seen as a data cache and should be placed near the execu-
tion unit (in this case, near means on the chip and not in external memory). This
means that the stack is part of the execution context and has to be saved and restored
on a context switch.

In JOP, the stack is placed in local (on chip) FPGA memory with single cycle ac-
cess time. With this configuration, the next question is how much of the stack to place
there. Either the complete stack of a thread or only the stack frame of the current
method can reside locally. If the complete stack of a thread is stored in local memory,
the invocation of methods and returns are fast, but the context is large. For fast con-
text switches, it is preferable to have only a short stack in local memory. This results
in less data being transferred to and from main memory, but more memory transfers
on method call and return. The local stack can be further divided into small pieces,
each holding only one stack frame of one thread. During the context switch, only the
stack pointer needs to be saved and restored. The outcome of this is a very fast con-
text switch, although the size of the local memory limits the maximum number of
threads.

Since JOP is a soft-core processor, these different solutions can be configured for
different application requirements. It is even possible to mix of these policies: some
stack slots can be assigned to important threads, while the remaining threads share
one slot. This stack slot only needs to be exchanged with the main memory when
switching fo a less important thread.

4.3 JopVM

To simplify debugging a small tool was developed. A simulator of JOP, now called
JopVM, was implemented in C. It is compatible with JOP and only needs minimum
support from the underlying hardware. JopVM is an interpreting JVM and simulates
exact timer interrupts with a high-resolution counter, such as the Pentium time stamp
counter.

The Java application being tested can be preverified and linked with JopVM, re-
sulting in a single executable. Although this is a low performing solution for real-time
Java, it is time predictable and does not require an operating system. It can be used on



any platform where a C compiler, with 32-bit integer support, is available to experi-
ment with the user-defined scheduler framework described in the next section.

5 User-Defined Scheduler

This novel approach implementing a real-time scheduler in Java opens up new possi-
bilities. An obvious next step is to extend this system to provide a framework for
user-defined scheduling in Java. New applications, such as multimedia streaming,
result in soft real-time systems that need a more flexible scheduler than the traditional
fixed priority based ones. This work provides a simple to use framework to evaluate
new scheduling concepts for these applications in real-time Java.

The following section analyzes which events are exposed to the scheduler and
which functions from the JVM need to be available in the user space. It is followed
by the definition of the framework and examples of how to implement a scheduler
using this framework.

5.1 Schedule Events

The most important element of the user-defined scheduler is to define which events
result in the scheduling of a new task. When such an event occurs, the user-defined
scheduler is invoked. It can update its task list and decide which task is dispatched.

Timer interrupt: For timed scheduling decisions, a programmable timer generates
exact timed interrupts. The time interval for the next interrupt is controlled by the
scheduler.

HW interrupt: Each hardware-generated interrupt can be associated with an asyn-
chronous event. This allows the execution of a device driver under the control of the
scheduler. Latencies of the device driver can be controlled by assigning the right pri-
ority in a priority scheduler.

Monitor: To allow different implementations of priority inversion protocols, hooks
for monitorenter and monitorexit are provided.

Thread block: Each thread can cease execution via a call of the scheduler. This func-
tion is used to implement methods such as waitForNextPeriod() or sleep(). The reason
for blocking (e.g. end of periodic work) has to be communicated to the scheduler (e.g.
next time to be unblocked for a periodic task).

SW event: Invoking fire() on an event provides support for signaling. wait, notify of
notifyAll are not necessary. However, this mechanism is not part of the scheduling
framework. It can be implemented with the user-defined scheduler and an associated
thread class.



5.2 Data Structures

To implement a scheduler in Java, some JVM internal data structures need to be ac-
cessible.

Object: In Java, any object (including an object from the class Class for static meth-
ods) can be used for synchronization. Different priority inversion protocols require
different data structures to be associated with an object. Each object provides a field,
accessed through a Scheduler method, in which these data structures can be attached.

Thread: A list of all threads is provided to the scheduler. The scheduler is also noti-
fied when a new thread object is created or a thread terminates. The scheduler con-
trols the start of threads.

5.3 Services for the Scheduler

The real-time JVM and the hardware platform have to provide some minimum ser-
vices. These services are exposed through Scheduler:

Dispatch: The current active thread is interrupted and a new thread is placed in the
run state.

Time: System time with high resolution (microseconds, if the hardware can provide
it) is used for time derived scheduling decisions.

Timer: A programmable timer interrupt (not a timer tick) is necessary for accurate
time triggered scheduling.

Interrupts: To protect the data structures of the scheduler all interrupts can be dis-
abled and enabled.

5.4 Class Scheduler

The framework consisting of the class Scheduler has to be extended to implement a
user-defined scheduler. The class Task represents schedulable objects. For non-trivial
scheduling algorithms, Task is also extended. The scheduler lives in normal thread
space. There is no special context such as kernel space. The methods of Scheduler are
categorized by the caller module and described in detail below.

Application. To use a scheduler in an application, the application only has to create
one instance of the scheduler class and has to decide when scheduling starts.

public Sscheduler()
A single instance of the scheduler is created by the application.
public void start(Q)

This method initiates the transition to the mission phase of the application. All cre-
ated tasks are started and scheduled under the control of the user scheduler.



Task. A user-defined scheduler usually needs an associated user-defined thread class
(an extension of Task). This class interacts with the scheduler by invoking following
methods from Scheduler:

void addTask(Task t)

The scheduler has access to the list of created tasks to use at the start of schedul-
ing. For dynamic task creation after the start of the scheduler, this method is called by
the constructor of Task, to notify the scheduler to update its list.

void isDead(Task t)

The scheduler is notified when a Task returns from the run() method. The sched-
uler removes this Task from the list of schedulable objects.

void block()

Every Task can cease execution via a call of the scheduler. This method is used to
implement methods such as waitForNextPeriod() or sleep() in a user defined thread
class.

Java Virtual Machine. The methods listed below provide the essential points of
communication between the JVM and the scheduler. As a response to an interrupt
(hardware or timer), entrance or exit of a synchronized method/block the JVM in-
vokes a method from the scheduler.

abstract void schedule()

This is the main entry point for the scheduler. This method has to be overridden to
implement the scheduling algorithm. It is called from the JVM on a timed event or a
software interrupt (see genint()) is issued (e.g. when a Task gives up execution).

void interrupt(int nr)
The scheduler is notified on a hardware event. It can directly call an associated de-
vice driver or use this information to unblock a waiting task.

void monitoreEnter(Object o)
void monitorexit(oObject o)

These methods are invoked by the JVM on synchronized methods and blocks
(JVM bytecodes monitorenter and monitorexit). They provide hooks for executing
dynamic priority changes in the scheduler.

Scheduler. Services of the JVM needed to implement a scheduler are provided
through static methods.
static final void genInt()

This service from the JVM schedules a software interrupt. As a result, schedule()
is called. This method is the standard way of switching control to the scheduler. It is
e.g. invoked by block().



static final void enableint()
static final void disableInt()

The scheduler cannot use monitors to protect its data structures as the scheduler it-
self is in charge of handling monitors. To protect the data structures of the scheduler,
it can globally enable and disable interrupts.

static final void dispatch(Task nextTask, int nextTim)
This method dispatches a Task and schedules a timer interrupt at nextTim.

static final void attachpata(object obj, Object data)
static final object getAttachedData(Object obj)

The behavior of the priority inversion avoidance protocol is defined by the user
scheduler. The root of the Java class hierarchy (java.lang.Object) contains a JVM in-
ternal reference of generic type Object that can be used by the scheduler to attach data
structures for monitors. The first argument of these methods is the synchronized ob-
ject.

Scheduler or Task. The following two methods are utility functions useful for the
scheduler and the thread implementation.

static final int getNow()

To support time-triggered scheduling, the system provides access to a high-
resolution time or counter. The returned value is the time since startup in microsec-
onds. The exact resolution is implementation-dependent.

static final Task getRunningTask()

The current running Task (in which context the scheduler is called) is returned by
this method.

5.5 Class Task

A basic structure for schedulable objects is shown in Fig. 2. This class is usually ex-
tended to provide a thread implementation that fits to the user-defined scheduler. The
class Task is intended to be minimal. To avoid inheriting methods that do not fit for
some applications, it does not extend java.lang.Thread. However, Task can be used to
implement java.lang.Thread.

The methods enterMemory and exitMemory are used by the application to provide
scoped memory for temporary allocated objects. Task provides a list of active tasks
for the scheduler.

One issue, raised by the implementation of the framework is the way in which ac-
cess rights to methods need to be defined in Java. All methods, except start(), should
be private or protected. However, some methods, such as schedule(), are invoked by a
part of the JVM, which is also written in Java but resides in a different package. This
results in defining the methods as public and #oping that they are not invoked by the
application code. The C++ concept of friends would greatly help in sharing informa-
tion over package boundaries without making this information public.



public class Task {

public Task()
public Task(Memory mem)
void start()

public void enterMemory()
public void exitMemory()

public void runQ)

static Task getFirstTask()
static Task getNext()

Fig. 2. A Basic Schedulable Object

5.6 A Simple Example Scheduler

Fig. 3 shows a full example of using this framework to implement a simple round
robin scheduler.

public class RoundRobin extends Scheduler {

//

;; test threads

static class Work extends Task {
private int c;

work(int ch) {
; c = ch;

public void run() {

for (5;) {
Dbg.wr(c); // debug output

// busy wait to simulate

// 3 ms workload in work.

int ts = Scheduler.getNow();

ts += 3000;

while (ts-Scheduler.getNow()>0)



user scheduler starts here
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public void addTask(Task t) {
/ we do not allow tasks to be
// added after start().

called by the JwMm

R
NN

public void schedule() {
Task t = ?etRunningTask().getNext();
if (t==null) t = Task.getFirstTask();
dispatch(t, getNow()+10000);

public static void main(string[] args) {

new work('a');
new work('b');
new work('c');

RoundRobin rr = new RoundRobin();

rr.startQ;

Fig. 3. A very simple scheduler

The only method that needs to be supplied is schedule(). For a more advanced
scheduler, it is necessary to provide a combination of a user defined thread class and
a scheduler class. These two classes have to be tightly integrated, as the scheduler
uses information provided by the thread objects for its scheduling decisions.

5.7 Interaction of Task, Scheduler and the JVM

The framework is used to re-implement the scheduler described in Section 3 and 4. In
the original implementation, the interaction between scheduling and threads was sim-
ple, as the scheduling was part of the thread class. Using the framework, these func-
tions have to be split to two classes, extending Task and Scheduler. Both classes are
placed in the same package to provide simpler information sharing with some protec-
tion from the rest of the application. For performance reasons data structures are di-
rectly exposed from one class to the other.

The resulting implementation is compatible with the first definition, with the ex-
ception that RtThread now extends Task. However, no changes in the application
code are necessary.

Fig. 4 is an interaction example of this scheduler within the framework. The inter-
action diagram shows the message sequences between two application tasks, the
scheduler, the JVM and the hardware. The hardware represents interrupt and timer
logic. The corresponding code fragments of the application, RtThread and Priority-
Scheduler are shown in Fig. 5. Task 2 is a periodic task with a higher priority than
Task 1.
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Fig. 4. Interaction and message exchange between the application, the scheduler, the JVM and
the hardware.

The first event is a timer event to unblock Task 2 for a new period. The generated
timer event results in a call of the user defined scheduler. The scheduler performs its
scheduling decision and issues a context switch to Task 2. With every context switch
the timer is reprogrammed to generate an interrupt at the next time triggered event for
a higher priority task. Task 2 performs the periodic work and ceases execution by
invocation of waitForNextPeriod(). The scheduler is called and requests an interrupt
from the hardware resulting in the same call sequence as with a timer or other hard-
ware interrupt. The software generated interrupt imposes negligible overhead and
results in a single entry point for the scheduler. Task 1 is the only ready task in this
example and is resumed by the scheduler.

Using a general scheduling framework for a real-time scheduler is not without its
costs. Additional methods are invoked from a scheduling event until the actual dis-
patch takes place. The context switch is about 20% slower than in the original imple-



mentation. It is the opinion of the author that the additional cost is outweighed by the
flexibility of the framework.

// Application code in the
// real-time thread:

//
for (5;) {
doPeriodicwork();
) waitForNextPeriod();
//

// Implementation in RtThread:
public boolean waitForNextPeriod() {
synchronized(monitor) {

// ps is the instance of
// PriorityScheduler
int nxt = ps.next[nr] + period;

int now = Scheduler.getNow()

if (nxt-now < 0) {
// missed deadline
doMissAction();
return false;

} else {
// time for the next unblock
ps.next[nr] = nxt;

// just schedule an interrupt
// schedule() gets called.
; ps.block(Q);

return true;

//
// Implementation in Scheduler:

public void block() {
// Nothing more to do in
// this implementation.
genInt(Q);

// Generate an interrupt.
// Scheduler gets called from the JvMm.
protected static final void genint() {
; Hardware.interrupt(Q);



//
// Implementation in PriorityScheduler:
public void schedule() {

// Find the ready thread with
// the highest priority.
int nr = getReady(Q);

// Search the 1ist of sleeping threads
// to find the nearest release time

// in the future of a higher priority
// thread than the one that will be

// released now.

int time = getNextTimer(nr);

// This time is used for the next

// timer dinterrupt.

// Perform the context switch.
dispatch(task[nr], time);

// No access to locals after this point.
// We are running in the NEW context!

Fig. 5. Code fragments from the application, RtThread and the Priority Scheduler

5.8 Predictability

The architecture of JOP is designed to simplify WCET analysis. Every JVM bytecode
maps to one ore more microcode instructions. Ever microcode instruction takes ex-
actly one cycle to execute. Thus, the execution time at the bytecode level is known
cycle accurate. Most bytecodes have a constant execution time. For some bytecodes,
that contain conditional branches in the microcode, the execution time is data de-
pendent. However, the WCET of these bytecode is known. The microcode contains
no data dependent or unbound loops that would compromise the WCET analysis.

The worst-case time for dispatching is known cycle accurate on this architecture.
Only the time behavior of the user scheduler needs to be analyzed. With the known
WCET of every bytecode, the WCET of the scheduler can be obtained by examining
it at the bytecode level. This can be done manually or with a tool from XRTJ [11].

6 Related Work

Several implementations of user-level schedulers in standard operating systems have
been proposed. In [8], the Linux scheduling mechanism is enhanced. It is divided into
a dispatcher and an allocator. The dispatcher remains in kernel space; while the allo-
cator is implemented as a user space function. The allocator transforms four basic
scheduling parameters (priority, start time, finish time and budget) into scheduling
attributes to be used by the dispatcher. Many existing schedulers can be supported
with this parameter set, but others that are based on different parameters cannot be
implemented. This solution does not address the implementation of protocols for
shared resources.



A different approach defines a new API to enable applications to use application-
defined scheduling in a way compatible with the scheduling model defined in POSIX
[12]. Tt is implemented in the MaRTE OS, a minimal real-time kernel that provides
the C and Ada language POSIX interface. This interface has been submitted to the
Real-Time POSIX Working Group for consideration.

One approach to user-level scheduling in Java can be found in [13]. A thread mul-
tiplexor, as part of the FLEX ahead-of-time compiler system for Java, is used for util-
ity accrual scheduling. However, the underlying operating system - in this case Linux
— can still be seen through the framework and there is no support for Java
synchronization.

7 Conclusion

This paper considers the implementation of real-time scheduling on a Java processor.
The novelty of the described approach is in implementing functions usually associ-
ated with an RTOS in Java. That means that real-time Java is not based on an RTOS,
and therefore not restricted to the functionality provided by the RTOS. With JOP, a
self-contained real-time system in pure Java becomes possible. This system is aug-
mented with a framework to provide scheduling functions at the application level.
The implementation of the specification, described in section 3, is successfully used
as the basis for a commercial real-time application in the railway industry. Future
work will extend this framework to support multiple schedulers. A useful combina-
tion of schedulers would be: one for standard java.lang.Thread (optimized for
throughput), one for soft real-time tasks and one for hard real-time tasks.

JOP and the framework for the user-defined scheduler are available at
http://www.jopdesign.com. To experiment with this framework, a JOP compatible
JVM, written in pure C, is also available. It is intended for debugging and tests with
minimum demands on the underlying hardware.
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